|  |  |
| --- | --- |
|  | MySQL has played a significant role in the evolution of data storage and management. Its performance, scalability, and versatility have made it a popular choice for a wide range of applications. With its open-source nature and active community support, MySQL continues to evolve and thrive, addressing the evolving needs of modern data-driven systems.  *Prepared By*  **PARANOIA TECHNOLOGIES** |

MYSQL

* **What is Data & Database?**

Data refers to a collection of information, facts, or statistics that are represented in a structured or unstructured form. It can be in the form of numbers, text, images, audio, video, or any other type of digital representation. Data is typically used as input for various processes, analysis, and decision-making.

A database is a systematic collection of data in an electronic system that allows data to be stored, easily accessed, manipulated and updated.

* **Different Databases**
* Relational database
* Hierarchical database
* Network database
* Object-oriented database
* NoSQL database
* **What is Relational database?**

A relational database is a type of database management system (DBMS) that organizes data into tables consisting of rows(records) and columns(fields). It follows the relational model, which establishes relationships between tables using common attributes or keys.

* **Relational database management system**

It is a software system that enables the creation, management, and administration of relational databases. Most RDBMS use the SQL language to access the database.

* **SQL commands**
* DDL (Data Definition Language) - Create, Alter, Drop, Truncate, Rename
* DML (Data Manipulation Language) - Insert, Update, Delete
* DRL/DQL (Data Retrieval Language/Data Query Language) - Select
* TCL (Transaction Control Language) - Commit, Rollback, Save point
* DCL (Data Control Language) – Grant, Revoke
* **SQL**
* SQL stands for "Structured Query Language."
* It is a domain-specific programming language designed for managing and manipulating relational databases.
* SQL is used to interact with relational database management systems (RDBMS) like MySQL, PostgreSQL, Oracle, Microsoft SQL Server, and many others.
* SQL provides a standardized way to perform tasks such as querying data, inserting, updating, and deleting records, creating and modifying database structures (tables, indexes, views, etc.), and managing user permissions.
* **Table**
* A table is a database object that serves as a container for storing related data.
* Tables are organized into rows and columns, creating a grid-like structure where each row represents a distinct record, and each column represents a specific attribute or field.
* Tables are defined with a name and a schema that specifies the structure of the table, including the names and data types of its columns.
* **Records (Rows)**
* In the context of a table, "records" refer to individual data entries or rows.
* Each row in a table represents a single, unique record or data point.

**For example:** if you have a table for storing information about customers, each row in the table might represent a specific customer, with each column containing details about that customer, such as their name, address, and contact information.

* **Fields**
* "Fields," also known as "columns" or "attributes," represent the individual pieces of data or characteristics that make up a record.
* Each column in a table is associated with a specific type of data, such as text, numbers, dates, or other data types.
* Fields define the structure and properties of the data stored in the table.
* **Data Integrity**
  + Data integrity refers to the accuracy, consistency, and reliability of data in a database or information system.
  + It is a fundamental aspect of data quality and ensures that data is both trustworthy and error-free.
  + Data integrity is crucial because it ensures that data is maintained in a state that accurately represents the real-world information it is intended to model or store.
* **Types**

|  |  |
| --- | --- |
| **Types** | **Description** |
| Entity Integrity | Ensures the uniqueness of primary keys in tables. |
| Domain Integrity | Enforces data type, format, and range constraints for column values. |
| Referential Integrity | Ensures the consistency of relationships between tables using foreign keys. |
| User Defined Integrity | Allows you to define custom rules and constraints for data. |

**Difference between DBMS and RDBMS**

| **Aspect** | **DBMS** | **RDBMS** |
| --- | --- | --- |
| Data Model | Various data models (e.g., hierarchical, network, flat file) | Relational data model (tables, rows, columns) |
| Data Integrity | May not enforce strong data integrity constraints | Enforces data integrity using constraints, foreign keys, and triggers |
| Query Language | Varies depending on the system and data model | Typically uses SQL (Structured Query Language) |
| Schema | Flexible schema, depending on the data model | Structured schema with predefined tables and columns |
| Data Flexibility | Can store data in various formats (text, binary, XML, etc.) | Stores data in structured tabular format |
| Performance | May not be as optimized for complex queries and joins | Optimized for complex queries, joins, and aggregations |
| Examples | MongoDB, CouchDB, Redis | MySQL, PostgreSQL, Oracle Database, SQL Server |

* **CREATE DATABASE**

1. CREATE DATABASE demo;
2. CREATE DATABASE IF NOT EXISTS demo;

* **DELETE DATABASE**

DROP DATABASE demo;

* **Data Types in MySQL**

1. VARCHAR (size) – variable length string (letter, number, special characters)
2. INT – Integer
3. FLOAT (size, d)
4. BOOLEAN – True (Non-zero) or False (Zero)
5. DATE – (yyyy-mm-dd)

* **CREATE TABLE**

|  |  |  |  |
| --- | --- | --- | --- |
| STUDENTS INFORMATION | | | |
| Student ID | Student Name | Age | Place |
| S1 | Akhil | 20 | Trivandrum |
| S2 | Manju | 18 | Ernakulam |
| S3 | Shareef | 13 | Palakkad |
| S4 | Praveen | 32 | Thrissur |
| S5 | John | 20 | Trivandrum |
| S6 | Akhil | 18 | Ernakulam |
| S7 | Aneesh | 14 | Kottayam |
| S8 | Lakshmi | 20 | Kozhikode |
| S9 | Cyril | 12 | Ernakulam |
| S10 | Santhosh | 28 | Malappuram |

1. USE demo;
2. CREATE TABLE student (student\_id VARCHAR (10) NOT NULL,

student\_name VARCHAR (100) NOT NULL, age INT NOT NULL,

place VARCHAR (100) NOT NULL, PRIMARY KEY (student\_id));

* **DELETE TABLE**

DROP TABLE student

* **SELECT TABLE**

SELECT \* FROM student;

* **INSERT DATA in a TABLE**
* INSERT INTO student (student\_id, student\_name, age, place)

VALUES (‘S1’, ‘Akhil’, 20, ‘Trivandrum’)

Or

* INSERT INTO student (student\_name, age, student\_id, place)

VALUES (‘Akhil’, 20, ‘S1’, ‘Trivandrum’);

* **UPDATE RECORDS**

UPDATE student SET place = ‘Kannur’ WHERE student\_id = ‘S1’;

* **COPY TABLE**

CREATE TABLE student1 LIKE student;

INSERT student1 select \* FROM student;

* **DELETE RECORDS**

DELETE FROM student1 where student\_id = ‘S2’;

* **SELECT STATEMENT**

SELECT student\_id, student\_name FROM student;

* **WHERE CLAUSE**

SELECT \* FROM student WHERE place = ‘Trivandrum’;

* **DISTINCT CLAUSE**

SELECT DISTINCT place FROM student;

* **ORDER BY**

1. **For ascending order**

SELECT \* FROM student ORDER BY student\_name ASC;

1. **For descending order**

SELECT \* FROM student ORDER BY student\_name DESC;

* **ADD OR MODIFY COLUMNS**

ALTER TABLE student1 ADD Contact INT (10) NOT NULL;

**NB:** Now we get a new column contact with datatype INT, now we want to change the datatype

ALTER TABLE student1 MODIFY contact VARCHAR (10) NOT NULL;

* **RENAME and DELETE COLUMNS**

ALTER TABLE student1 RENAME COLUMN contact TO student\_contact;

ALTER TABLE student1 drop column student\_contact;

* **TRUNCATE**

**NB:** To delete all records –

TRUNCATE student1

* **ACCESS FIRST and LAST RECORDS**

SELECT \* FROM student ORDER BY student\_id ASC LIMIT 1;

SELECT \* FROM student ORDER BY student\_id DESC LIMIT 1;

* **RANDOM RECORDS**

SELECT \* FROM student ORDER BY RAND () LIMIT 1;

* **SELECT AS ( Temporary altering field name)**

SELECT student\_name AS ‘first\_name’, age, place FROM student

* **ARITHMETIC OPERATORS**

SELECT 10 + 20 AS result;

SELECT 20 - 10 AS result;

SELECT 20 \* 10 AS result;

SELECT 10 / 20 AS result;

SELECT 20 % 3 AS result;

* **COMPARISON OPERATORS**

SELECT 10 = 10 AS result;

[ <, >, <=, >=, <> ]

NB: if True; ans 🡪 1

if False; ans 🡪 0

* USE demo;
* SELECT \* FROM student WHERE age = 20
* **LOGICAL OPERATORS (AND, OR, NOT)**
* SELECT \* FROM student WHERE age = 18 AND place = ‘Ernakulam’;
* SELECT \* FROM student WHERE age > 18 OR place = ‘Trivandrum’;
* SELECT \* FROM student WHERE age <18 NOT place = ‘Ernakulam’;
* SELECT \* FROM student WHERE age BETWEEN 20 AND 30;
* **EXISTS OPERATOR**

SELECT \* FROM student WHERE EXISTS(SELECT age FROM student WHERE age > 25);

* **IN OPERATOR**

SELECT \* FROM student WHERE place IN (‘Trivandrum’, ‘Ernakulam’)

* **LIKE OPERATOR**
* SELECT \* FROM student WHERE student\_name LIKE ‘Akhil’;
* SELECT \* FROM student WHERE student\_name LIKE ‘a%’;
* SELECT \* FROM student WHERE student\_name LIKE ‘%a’;
* SELECT \* FROM student WHERE student\_name LIKE ‘%a%’;
* **NOT LIKE OPERATOR**
* SELECT \* FROM student WHERE student\_name NOT LIKE ‘Akhil’;

**BUILT-IN FUNCTIONS**

* **STRING FUNCTIONS**

1. **char\_length ()**

SELECT place, char\_length(place) AS length FROM student;

1. **concat ()**

SELECT concat (student\_name, “ ‘‘, place) AS new\_string FROM student;

1. **format ()**

SELECT format (250500.5634,2) AS new\_number;

1. **insert ()**

SELECT insert (‘google’, 1, 3, ‘fff’);

1. **upper () & lower ()**

* SELECT upper (‘hello world’) AS new\_string;
* SELECT lower (‘HELLO WORLD’) AS new\_string;

1. **reverse ()**

SELECT reverse (‘HELLO’) AS new\_string;

1. **repeat ()**

SELECT repeat (‘hello’, 3) AS new\_string;

1. **left () & right ()**

* SELECT left (‘hello’, 4) AS new\_string;
* SELECT right (‘hello’, 4) AS new\_string;

1. **length ()**

SELECT length (‘hello’) AS new\_string;

* **MATHEMATICAL FUNCTIONS**

1. **abs ()**

SELECT abs (-10) AS new\_number;

1. **avg ()**

SELECT avg (age) as new\_number FROM student;

1. **ceiling () & floor ()**

* SELECT ceiling (25.3) AS new\_number;
* SELECT floor (25.3) AS new\_number;

1. **round ()**

SELECT round (25.5) AS new\_number;

1. **count ()**

SELECT count (student\_id) AS total\_student from student;

1. **max () & min ()**

* SELECT max (age) as max\_age FROM student;
* SELECT min (age) as min\_age FROM student

1. **sqrt ()**

SELECT sqrt (25) as new\_number;

1. **sum ()**

SELECT sum (age) as new\_number FROM student;

* **DATE FUNCTIONS**

1. SELECT current\_timestamp () AS time\_stamp;
2. SELECT dayname (‘2023/7/24’) AS today\_dayname;

* **TABLE WITH FOREIGN KEY**

|  |  |  |  |
| --- | --- | --- | --- |
| STUDENTS INFORMATION | | | |
| Student ID | Student Name | Age | Place |
| S1 | Akhil | 20 | Trivandrum |
| S2 | Manju | 18 | Ernakulam |
| S3 | Shareef | 13 | Palakkad |
| S4 | Praveen | 32 | Thrissur |
| S5 | John | 20 | Trivandrum |
| S6 | Akhil | 18 | Ernakulam |
| S7 | Aneesh | 14 | Kottayam |
| S8 | Lakshmi | 20 | Kozhikode |
| S9 | Cyril | 12 | Ernakulam |
| S10 | Santhosh | 28 | Malappuram |

|  |  |
| --- | --- |
| COURSES | |
| Course ID | Course Name |
| C1 | Computer Hardware |
| C2 | Networking |
| C3 | Web Designing |
| C4 | Graphic Designing |
| C5 | Ms Office |
| C6 | C++ |
| C7 | Python |

**USE** demo;

**CREATE TABLE** courses (course\_id VARCHAR (5) NOT NULL,

course\_name VARCHAR (50) NOT NULL,

PRIMARY KEY (course\_id));

**INSERT INTO** courses **VALUES**(‘C1’, ‘Computer Hardware’), (‘C2’, ‘Networking’),(‘C3’, ‘Web Designing’),(‘C4’, ‘Graphic Designing’),(‘C5’, ‘Ms Office’),(‘C6’, ‘C++’),(‘C7’, ‘Python’)

|  |  |  |
| --- | --- | --- |
| ENROLMENT | | |
| Enrolment ID | Student ID | Course ID |
| E1 | S1 | C1 |
| E2 | S7 | C4 |
| E3 | S6 | C2 |
| E4 | S5 | C1 |
| E5 | S4 | C5 |
| E6 | S1 | C4 |
| E7 | S2 | C6 |
| E8 | S3 | C7 |
| E9 | S2 | C4 |
| E10 | S4 | C2 |

**USE** demo;

**CREATE TABLE** enrolment (Enrolment\_id VARCHAR (100) NOT NULL,Student\_id VARCHAR (10),Course\_id VARCHAR (10),PRIMARY KEY (enrolment\_id), FOREIGN KEY (student\_id) REFERENCES student (student\_id), FOREIGN KEY (course\_id) REFRENCES courses (course\_id) );

**INSERT INTO** enrolment **VALUES**(‘E1’, ‘S1’, ‘C1’),(‘E2’, ‘S7’, ‘C4’),(‘E3’, ‘S6’, ‘C2’),(‘E4’, ‘S5’, ‘C1’),(‘E5’, ‘S4’, ‘C5’),(‘E6’, ‘S1’, ‘C4’),(‘E7’, ‘S2’, ‘C6’),(‘E8’, ‘S3’, ‘C7’),(‘E9’, ‘S2’, ‘C4’),(‘E10’, ‘S4’, ‘C3’),

**SQL JOINS**

* SQL joins are operations used to combine rows from two or more tables based on a related column between them.
* Joins are essential for retrieving data from multiple tables in a database and establishing relationships between them.
  1. **INNER JOIN**
  2. **LEFT (OUTER) JOIN**
  3. **RIGHT (OUTER) JOIN**
  4. **FULL (OUTER) JOIN**

**CREATE DATABASE** demo2;

**CREATE TABLE** country (country\_code VARCHAR (10) NOT NULL,country\_name VARCHAR (100) NOT NULL,PRIMARY KEY (country\_code) );

**INSERT INTO** country **VALUES**(‘IN’, ‘India’),(‘SL’, ‘Sri Lanka’),(‘PK’, ‘Pakistan’),(‘BN’, ‘Bangladesh),(‘NP’, ‘Nepal’);

**CREATE TABLE** capital (capital\_id VARCHAR (10) NOT NULL,country\_code VARCHAR (100),capital\_name VARCHAR (100),PRIMARY KEY (capital\_id),FOREIGN KEY (country\_code) REFERENCES country (country\_code));

**INSERT INTO** capital **VALUES**(‘C1’, ‘IN’, ‘New Delhi’),(‘C2’, ‘PK’, ‘Islamabad’),(‘C3’, ‘NP’, ‘Kathmandu’);

|  |  |
| --- | --- |
| country\_code | country\_name |
| IN | India |
| SL | Sri Lanka |
| PK | Pakistan |
| BN | Bangladesh |
| NP | Nepal |

|  |  |  |
| --- | --- | --- |
| capital\_id | country\_code | capital\_name |
| C1 | IN | New Delhi |
| C2 | PK | Islamabad |
| C3 | NP | Kathmandu |

**INNER JOIN**

* Returns only the matching rows from both tables. The result set contains only the records where the join condition is satisfied.

![](data:image/png;base64,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)

**SELECT \* FROM country INNER JOIN capital ON country.country\_code = capital.country\_code;**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| country\_code | country\_name | capital\_id | country\_code | capital\_name |
| IN | India | C1 | IN | New Delhi |
| PK | Pakistan | C2 | PK | Islamabad |
| NP | Nepal | C3 | NP | Kathmandu |

NB: To view only the required data

**SELECT country.country\_name, capital.capital\_name FROM country INNER JOIN capital ON country.country\_code = capital.country\_code**

**LEFT JOIN**

* Returns all the rows from the left table and the matching rows from the right table. If no match is found, NULL values are returned for the right table columns.
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**SELECT \* FROM country LEFT JOIN capital ON country.country\_code = capital.country\_code**

**RIGHT JOIN**

* Returns all the rows from the right table and the matching rows from the left table. If no match is found, NULL values are returned for the left table columns.
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**SELECT \* FROM country RIGHT JOIN capital ON country.country\_code = capital.country\_code**

**FULL JOIN**

* Returns all the rows from both tables, regardless of whether they have a match or not which means combination of left & right joins.

**NB:** MYSQL does not supports full join, we can achieve it by doing union of left and right joins

![](data:image/png;base64,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)

**SELECT \* FROM country LEFT JOIN capital ON country.country\_code = capital.country\_code UNION SELECT \* FROM country RIGHT JOIN capital ON country.country\_code = capital.country\_code**